Java Networking

Java Networking is a concept of connecting two or more computing devices together so that we can share resources.

Java socket programming provides facility to share data between different computing devices.

Advantage of Java Networking

1. Sharing resources
2. Centralize software management

Do You Know ?

* How to perform connection-oriented Socket Programming in networking ?
* How to display the data of any online web page ?
* How to get the IP address of any host name e.g. www.google.com ?
* How to perform connection-less socket programming in networking ?

The java.net package supports two protocols,

1. **TCP:** Transmission Control Protocol provides reliable communication between the sender and receiver. TCP is used along with the Internet Protocol referred as TCP/IP.
2. **UDP:** User Datagram Protocol provides a connection-less protocol service by allowing packet of data to be transferred along two or more nodes

Java Networking Terminology

The widely used Java networking terminologies are given below:

1. IP Address
2. Protocol
3. Port Number
4. MAC Address
5. Connection-oriented and connection-less protocol
6. Socket

1) IP Address

IP address is a unique number assigned to a node of a network e.g. 192.168.0.1 . It is composed of octets that range from 0 to 255.

It is a logical address that can be changed.

2) Protocol

A protocol is a set of rules basically that is followed for communication. For example:

* TCP
* FTP
* Telnet
* SMTP
* POP etc.

3) Port Number

The port number is used to uniquely identify different applications. It acts as a communication endpoint between applications.

The port number is associated with the IP address for communication between two applications.

4) MAC Address

MAC (Media Access Control) address is a unique identifier of NIC (Network Interface Controller). A network node can have multiple NIC but each with unique MAC address.

For example, an ethernet card may have a **MAC** address of 00:0d:83::b1:c0:8e.

5) Connection-oriented and connection-less protocol

In connection-oriented protocol, acknowledgement is sent by the receiver. So it is reliable but slow. The example of connection-oriented protocol is TCP.

But, in connection-less protocol, acknowledgement is not sent by the receiver. So it is not reliable but fast. The example of connection-less protocol is UDP.

6) Socket

A socket is an endpoint between two way communications.

Visit next page for Java socket programming.

java.net package

The java.net package can be divided into two sections:

1. **A Low-Level API:** It deals with the abstractions of addresses i.e. networking identifiers, Sockets i.e. bidirectional data communication mechanism and Interfaces i.e. network interfaces.
2. **A High Level API:** It deals with the abstraction of URIs i.e. Universal Resource Identifier, URLs i.e. Universal Resource Locator, and Connections i.e. connections to the resource pointed by URLs.

The java.net package provides many classes to deal with networking applications in Java. A list of these classes is given below:

* Authenticator
* CacheRequest
* CacheResponse
* ContentHandler
* CookieHandler
* CookieManager
* DatagramPacket
* DatagramSocket
* DatagramSocketImpl
* InterfaceAddress
* JarURLConnection
* MulticastSocket
* InetSocketAddress
* InetAddress
* Inet4Address
* Inet6Address
* IDN
* HttpURLConnection
* HttpCookie
* NetPermission
* NetworkInterface
* PasswordAuthentication
* Proxy
* ProxySelector
* ResponseCache
* SecureCacheResponse
* ServerSocket
* Socket
* SocketAddress
* SocketImpl
* SocketPermission
* StandardSocketOptions
* URI
* URL
* URLClassLoader
* URLConnection
* URLDecoder
* URLEncoder
* URLStreamHandler

**List of interfaces available in java.net package:**

* ContentHandlerFactory
* CookiePolicy
* CookieStore
* DatagramSocketImplFactory
* FileNameMap
* SocketOption<T>
* SocketOptions
* SocketImplFactory
* URLStreamHandlerFactory
* ProtocolFamily

# Java Socket Programming

Java Socket programming is used for communication between the applications running on different JRE.

Java Socket programming can be connection-oriented or connection-less.

Socket and ServerSocket classes are used for connection-oriented socket programming and DatagramSocket and DatagramPacket classes are used for connection-less socket programming.

The client in socket programming must know two information:

1. IP Address of Server, and
2. Port number.

Here, we are going to make one-way client and server communication. In this application, client sends a message to the server, server reads the message and prints it. Here, two classes are being used: Socket and ServerSocket. The Socket class is used to communicate client and server. Through this class, we can read and write message. The ServerSocket class is used at server-side. The accept() method of ServerSocket class blocks the console until the client is connected. After the successful connection of client, it returns the instance of Socket at server-side.
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## Socket class

A socket is simply an endpoint for communications between the machines. The Socket class can be used to create a socket.

### Important methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| 1) public InputStream getInputStream() | returns the InputStream attached with this socket. |
| 2) public OutputStream getOutputStream() | returns the OutputStream attached with this socket. |
| 3) public synchronized void close() | closes this socket |

## ServerSocket class

The ServerSocket class can be used to create a server socket. This object is used to establish communication with the clients.

### Important methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| 1) public Socket accept() | returns the socket and establish a connection between server and client. |
| 2) public synchronized void close() | closes the server socket. |

## Example of Java Socket Programming

**Creating Server:**

To create the server application, we need to create the instance of ServerSocket class. Here, we are using 6666 port number for the communication between the client and server. You may also choose any other port number. The accept() method waits for the client. If clients connects with the given port number, it returns an instance of Socket.

1. ServerSocket ss=**new** ServerSocket(6666);
2. Socket s=ss.accept();//establishes connection and waits for the client

**Creating Client:**

To create the client application, we need to create the instance of Socket class. Here, we need to pass the IP address or hostname of the Server and a port number. Here, we are using "localhost" because our server is running on same system.

1. Socket s=**new** Socket("localhost",6666);

Let's see a simple of Java socket programming where client sends a text and server receives and prints it.

*File: MyServer.java*

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** MyServer {
4. **public** **static** **void** main(String[] args){
5. **try**{
6. ServerSocket ss=**new** ServerSocket(6666);
7. Socket s=ss.accept();//establishes connection
8. DataInputStream dis=**new** DataInputStream(s.getInputStream());
9. String  str=(String)dis.readUTF();
10. System.out.println("message= "+str);
11. ss.close();
12. }**catch**(Exception e){System.out.println(e);}
13. }
14. }

*File: MyClient.java*

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** MyClient {
4. **public** **static** **void** main(String[] args) {
5. **try**{
6. Socket s=**new** Socket("localhost",6666);
7. DataOutputStream dout=**new** DataOutputStream(s.getOutputStream());
8. dout.writeUTF("Hello Server");
9. dout.flush();
10. dout.close();
11. s.close();
12. }**catch**(Exception e){System.out.println(e);}
13. }
14. }

[download this example](https://www.javatpoint.com/src/networking/socket.zip)

To execute this program open two command prompts and execute each program at each command prompt as displayed in the below figure.

After running the client application, a message will be displayed on the server console.
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## Example of Java Socket Programming (Read-Write both side)

In this example, client will write first to the server then server will receive and print the text. Then server will write to the client and client will receive and print the text. The step goes on.

*File: MyServer.java*

1. **import** java.net.\*;
2. **import** java.io.\*;
3. **class** MyServer{
4. **public** **static** **void** main(String args[])**throws** Exception{
5. ServerSocket ss=**new** ServerSocket(3333);
6. Socket s=ss.accept();
7. DataInputStream din=**new** DataInputStream(s.getInputStream());
8. DataOutputStream dout=**new** DataOutputStream(s.getOutputStream());
9. BufferedReader br=**new** BufferedReader(**new** InputStreamReader(System.in));
11. String str="",str2="";
12. **while**(!str.equals("stop")){
13. str=din.readUTF();
14. System.out.println("client says: "+str);
15. str2=br.readLine();
16. dout.writeUTF(str2);
17. dout.flush();
18. }
19. din.close();
20. s.close();
21. ss.close();
22. }}

*File: MyClient.java*

1. **import** java.net.\*;
2. **import** java.io.\*;
3. **class** MyClient{
4. **public** **static** **void** main(String args[])**throws** Exception{
5. Socket s=**new** Socket("localhost",3333);
6. DataInputStream din=**new** DataInputStream(s.getInputStream());
7. DataOutputStream dout=**new** DataOutputStream(s.getOutputStream());
8. BufferedReader br=**new** BufferedReader(**new** InputStreamReader(System.in));
10. String str="",str2="";
11. **while**(!str.equals("stop")){
12. str=br.readLine();
13. dout.writeUTF(str);
14. dout.flush();
15. str2=din.readUTF();
16. System.out.println("Server says: "+str2);
17. }
19. dout.close();
20. s.close();
21. }}

# Java URL

The **Java URL** class represents an URL. URL is an acronym for Uniform Resource Locator. It points to a resource on the World Wide Web. For example:

1. https://www.javatpoint.com/java-tutorial
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A URL contains many information:

1. **Protocol:** In this case, http is the protocol.
2. **Server name or IP Address:** In this case, www.javatpoint.com is the server name.
3. **Port Number:** It is an optional attribute. If we write http//ww.javatpoint.com:80/sonoojaiswal/ , 80 is the port number. If port number is not mentioned in the URL, it returns -1.
4. **File Name or directory name:** In this case, index.jsp is the file name.

## Constructors of Java URL class

**URL(String spec)**

Creates an instance of a URL from the String representation.

**URL(String protocol, String host, int port, String file)**

Creates an instance of a URL from the given protocol, host, port number, and file.

**URL(String protocol, String host, int port, String file, URLStreamHandler handler)**

Creates an instance of a URL from the given protocol, host, port number, file, and handler.

**URL(String protocol, String host, String file)**

Creates an instance of a URL from the given protocol name, host name, and file name.

**URL(URL context, String spec)**

Creates an instance of a URL by parsing the given spec within a specified context.

**URL(URL context, String spec, URLStreamHandler handler)**

Creates an instance of a URL by parsing the given spec with the specified handler within a given context.

## Commonly used methods of Java URL class

The java.net.URL class provides many methods. The important methods of URL class are given below.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public String getProtocol() | it returns the protocol of the URL. |
| public String getHost() | it returns the host name of the URL. |
| public String getPort() | it returns the Port Number of the URL. |
| public String getFile() | it returns the file name of the URL. |
| public String getAuthority() | it returns the authority of the URL. |
| public String toString() | it returns the string representation of the URL. |
| public String getQuery() | it returns the query string of the URL. |
| public String getDefaultPort() | it returns the default port of the URL. |
| public URLConnection openConnection() | it returns the instance of URLConnection i.e. associated with this URL. |
| public boolean equals(Object obj) | it compares the URL with the given object. |
| public Object getContent() | it returns the content of the URL. |
| public String getRef() | it returns the anchor or reference of the URL. |
| public URI toURI() | it returns a URI of the URL. |

## Example of Java URL class

1. //URLDemo.java
2. **import** java.net.\*;
3. **public** **class** URLDemo{
4. **public** **static** **void** main(String[] args){
5. **try**{
6. URL url=**new** URL("http://www.javatpoint.com/java-tutorial");
8. System.out.println("Protocol: "+url.getProtocol());
9. System.out.println("Host Name: "+url.getHost());
10. System.out.println("Port Number: "+url.getPort());
11. System.out.println("File Name: "+url.getFile());
13. }**catch**(Exception e){System.out.println(e);}
14. }
15. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=URLDemo)

Output:

Protocol: http

Host Name: www.javatpoint.com

Port Number: -1

File Name: /java-tutorial

Let us see another example URL class in Java.

1. //URLDemo.java
2. **import** java.net.\*;
3. **public** **class** URLDemo{
4. **public** **static** **void** main(String[] args){
5. **try**{
6. URL url=**new** URL("https://www.google.com/search?q=javatpoint&oq=javatpoint&sourceid=chrome&ie=UTF-8");
8. System.out.println("Protocol: "+url.getProtocol());
9. System.out.println("Host Name: "+url.getHost());
10. System.out.println("Port Number: "+url.getPort());
11. System.out.println("Default Port Number: "+url.getDefaultPort());
12. System.out.println("Query String: "+url.getQuery());
13. System.out.println("Path: "+url.getPath());
14. System.out.println("File: "+url.getFile());
16. }**catch**(Exception e){System.out.println(e);}
17. }
18. }

Output:

Protocol: https

Host Name: www.google.com

Port Number: -1

Default Port Number: 443

Query String: q=javatpoint&oq=javatpoint&sourceid=chrome&ie=UTF-8

Path: /search

File: /search?q=javatpoint&oq=javatpoint&sourceid=chrome&ie=UTF-8

# Java URLConnection Class

The **Java URLConnection** class represents a communication link between the URL and the application. It can be used to read and write data to the specified resource referred by the URL.

### What is the URL?

* URL is an abbreviation for Uniform Resource Locator. An URL is a form of string that helps to find a resource on the World Wide Web (WWW).
* URL has two components:

1. The protocol required to access the resource.
2. The location of the resource.

### Features of URLConnection class

1. URLConnection is an abstract class. The two subclasses HttpURLConnection and JarURLConnection makes the connetion between the client Java program and URL resource on the internet.
2. With the help of URLConnection class, a user can read and write to and from any resource referenced by an URL object.
3. Once a connection is established and the Java program has an URLConnection object, we can use it to read or write or get further information like content length, etc.

### Constructors

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| 1) protected URLConnection(URL url) | It constructs a URL connection to the specified URL. |

### URLConnection Class Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| void addRequestProperty(String key, String value) | It adds a general request property specified by a key-value pair |
| void connect() | It opens a communications link to the resource referenced by this URL, if such a connection has not already been established. |
| boolean getAllowUserInteraction() | It returns the value of the allowUserInteraction field for the object. |
| int getConnectionTimeout() | It returns setting for connect timeout. |
| Object getContent() | It retrieves the contents of the URL connection. |
| Object getContent(Class[] classes) | It retrieves the contents of the URL connection. |
| String getContentEncoding() | It returns the value of the content-encoding header field. |
| int getContentLength() | It returns the value of the content-length header field. |
| long getContentLengthLong() | It returns the value of the content-length header field as long. |
| String getContentType() | It returns the value of the date header field. |
| long getDate() | It returns the value of the date header field. |
| static boolean getDefaultAllowUserInteraction() | It returns the default value of the allowUserInteraction field. |
| boolean getDefaultUseCaches() | It returns the default value of an URLConnetion's useCaches flag. |
| boolean getDoInput() | It returns the value of the URLConnection's doInput flag. |
| boolean getDoInput() | It returns the value of the URLConnection's doOutput flag. |
| long getExpiration() | It returns the value of the expires header files. |
| static FileNameMap getFilenameMap() | It loads the filename map from a data file. |
| String getHeaderField(int n) | It returns the value of nth header field |
| String getHeaderField(String name) | It returns the value of the named header field. |
| long getHeaderFieldDate(String name, long Default) | It returns the value of the named field parsed as a number. |
| int getHeaderFieldInt(String name, int Default) | It returns the value of the named field parsed as a number. |
| String getHeaderFieldKey(int n) | It returns the key for the nthheader field. |
| long getHeaderFieldLong(String name, long Default) | It returns the value of the named field parsed as a number. |
| Map<String, List<String>> getHeaderFields() | It returns the unmodifiable Map of the header field. |
| long getIfModifiedSince() | It returns the value of the object's ifModifiedSince field. |
| InputStream getInputStream() | It returns an input stream that reads from the open condition. |
| long getLastModified() | It returns the value of the last-modified header field. |
| OutputStream getOutputStream() | It returns an output stream that writes to the connection. |
| Permission getPermission() | It returns a permission object representing the permission necessary to make the connection represented by the object. |
| int getReadTimeout() | It returns setting for read timeout. |
| Map<String, List<String>> getRequestProperties() | It returns the value of the named general request property for the connection. |
| URL getURL() | It returns the value of the URLConnection's URL field. |
| boolean getUseCaches() | It returns the value of the URLConnection's useCaches field. |
| Static String guessContentTypeFromName(String fname) | It tries to determine the content type of an object, based on the specified **file** component of a URL. |
| static String guessContentTypeFromStream(InputStream is) | It tries to determine the type of an input stream based on the characters at the beginning of the input stream. |
| void setAllowUserInteraction(boolean allowuserinteraction) | It sets the value of the allowUserInteraction field of this URLConnection. |
| static void setContentHandlerFactory(ContentHandlerFactory fac) | It sets the ContentHandlerFactory of an application. |
| static void setDefaultAllowUserInteraction(boolean defaultallowuserinteraction) | It sets the default value of the allowUserInteraction field for all future URLConnection objects to the specified value. |
| void steDafaultUseCaches(boolean defaultusecaches) | It sets the default value of the useCaches field to the specified value. |
| void setDoInput(boolean doinput) | It sets the value of the doInput field for this URLConnection to the specified value. |
| void setDoOutput(boolean dooutput) | It sets the value of the doOutput field for the URLConnection to the specified value. |

## How to get the object of URLConnection Class

The openConnection() method of the URL class returns the object of URLConnection class.

**Syntax:**

1. **public** URLConnection openConnection()**throws** IOException{}

## Displaying Source Code of a Webpage by URLConnecton Class

The URLConnection class provides many methods. We can display all the data of a webpage by using the getInputStream() method. It returns all the data of the specified URL in the stream that can be read and displayed.

### Example of Java URLConnection Class

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** URLConnectionExample {
4. **public** **static** **void** main(String[] args){
5. **try**{
6. URL url=**new** URL("http://www.javatpoint.com/java-tutorial");
7. URLConnection urlcon=url.openConnection();
8. InputStream stream=urlcon.getInputStream();
9. **int** i;
10. **while**((i=stream.read())!=-1){
11. System.out.print((**char**)i);
12. }
13. }**catch**(Exception e){System.out.println(e);}
14. }
15. }

# Java HttpURLConnection class

The **Java HttpURLConnection** class is http specific URLConnection. It works for HTTP protocol only.

By the help of HttpURLConnection class, you can retrieve information of any HTTP URL such as header information, status code, response code etc.

The java.net.HttpURLConnection is subclass of URLConnection class.

## HttpURLConnection Class Constructor

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| protected HttpURLConnection(URL u) | It constructs the instance of HttpURLConnection class. |

## Java HttpURLConnection Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| void disconnect() | It shows that other requests from the server are unlikely in the near future. |
| InputStream getErrorStream() | It returns the error stream if the connection failed but the server sent useful data. |
| Static boolean getFollowRedirects() | It returns a boolean value to check whether or not HTTP redirects should be automatically followed. |
| String getHeaderField(int n) | It returns the value of nth header file. |
| long getHeaderFieldDate(String name, long Default) | It returns the value of the named field parsed as a date. |
| String getHeaderFieldKey(int n) | It returns the key for the nth header file. |
| boolean getInstanceFollowRedirects() | It returns the value of HttpURLConnection's instance FollowRedirects field. |
| Permission getPermission() | It returns the SocketPermission object representing the permission to connect to the destination host and port. |
| String getRequestMethod() | It gets the request method. |
| int getResponseCode() | It gets the response code from an HTTP response message. |
| String getResponseMessage() | It gets the response message sent along with the response code from a server. |
| void setChunkedStreamingMode(int chunklen) | The method is used to enable streaming of a HTTP request body without internal buffering, when the content length is not known in advance. |
| void setFixedLengthStreamingMode(int contentlength) | The method is used to enable streaming of a HTTP request body without internal buffering, when the content length is known in advance. |
| void setFixedLengthStreamingMode(long contentlength) | The method is used to enable streaming of a HTTP request body without internal buffering, when the content length is not known in advance. |
| static void setFollowRedirects(boolean set) | It sets whether HTTP redirects (requests with response code) should be automatically followed by HttpURLConnection class. |
| void setInstanceFollowRedirects(boolean followRedirects) | It sets whether HTTP redirects (requests with response code) should be automatically followed by instance of HttpURLConnection class. |
| void setRequestMethod(String method) | Sets the method for the URL request, one of: GET POST HEAD OPTIONS PUT DELETE TRACE are legal, subject to protocol restrictions. |
| abstract boolean usingProxy() | It shows if the connection is going through a proxy. |

## How to get the object of HttpURLConnection class

The openConnection() method of URL class returns the object of URLConnection class.

**Syntax:**

1. **public** URLConnection openConnection()**throws** IOException{}

You can typecast it to HttpURLConnection type as given below.

1. URL url=**new** URL("http://www.javatpoint.com/java-tutorial");
2. HttpURLConnection huc=(HttpURLConnection)url.openConnection();

## Java HttpURLConnection Example

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** HttpURLConnectionDemo{
4. **public** **static** **void** main(String[] args){
5. **try**{
6. URL url=**new** URL("http://www.javatpoint.com/java-tutorial");
7. HttpURLConnection huc=(HttpURLConnection)url.openConnection();
8. **for**(**int** i=1;i<=8;i++){
9. System.out.println(huc.getHeaderFieldKey(i)+" = "+huc.getHeaderField(i));
10. }
11. huc.disconnect();
12. }**catch**(Exception e){System.out.println(e);}
13. }
14. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=HttpURLConnectionDemo)

**Output:**

Date = Thu, 22 Jul 2021 18:08:17 GMT

Server = Apache

Location = https://www.javatpoint.com/java-tutorial

Cache-Control = max-age=2592000

Expires = Sat, 21 Aug 2021 18:08:17 GMT

Content-Length = 248

Keep-Alive =timeout=5, max=1500

Connection = Keep-Alive

![DatagramSocket and DatagramPacket](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAqUAAAFYCAMAAABd4nVaAAAAqFBMVEUAAADwyGnAwMDw8PDMqlm4mVDHUFDp6en////c3NzNzc0oKCizYyiPkpcoR0rSyGmUsWlgYGDwmD9Qf1+URyjwyF/wyFUoY1WzyGlzKDTwsUrSfzRzmGkoKD/V2d3b29vKzM1QKDRzKChQKD8oKDRQKCjb5uZQf1VoeZG1ehVLmNMATpdzmFrTmEW16emXz+np6bUAd7Xpz5fptnlLAHkAAEtQRz95AAD9zrUSAAASR0lEQVR42uyaC1ubMBSGadwke2CuV3VSnXOzzjl3v/z/f7aTYJqGQ5DYMdLyvQoh4eTI8/iaCzU5SNvzpsLlhUYkxK8vacnXP3er7z8/p7cfU32k9990+4+7VQpAMGRo8hyAyEmTEQD/jcMQTCdYCpqIxNIVLAV+IrH0BSwFfmApGCCwFMQPLAWxka2BpSBWWlkqZXmGpaAXMnZx6NGUjraWvqwwAqBrSwlJHLa39MLwQX0N2tKCpqnz06d3PynLnNK8H48GitdSPpoGWHrpMGBLF3Nl6HS5vaUzum6p6fTo1Wi/6GYsTRwGbGlhhdnaUlJ+tteWZg9sty6FpaEcXy03Z35lXH4zz7Ll2TUtAyoVKjLyazH/NC8n95zqt66ldPOKYuuTzQqdINc3dxBmabd7fLJUyoSQA7d0ul6RFnS1mJM8OQlYkEy8UoxVBB3UmJNt6phmjqXLxfz32Jssm6nW3R1LO36rzy2VylAJS42lx6/HdD57dzrKT/QQq11yK4QqacTUkWWXfMPS/PyUbjYlo9a3Y1gaYKlCSlhqL7ReudGMXHIreh5Xli61bGRhZY9PMXSzMRnVYGnoWJoM3FKSrbWlx1dqhreWUhd390TA0q0t5etSraocsKW0TLS66knab6keOwtradklZ5Z6k1GoNhiWYo8fhhog9fvSnOzRi0q/peTe2bW11OyeuKW+ZNmSft6sNHXfgaX/djTNsswsOskgv6Uq4ujeWqq7ntTN+L5kN6qDDtrNN1Gdgc/x44GUBbXgf6LiAZbC0viBpbAU7D6wFMQPLAXxA0tB/MBSED+wFMQPLAXxs2HpMwDios7SBIAekQcVai0VgkLpVJ5DELXxPB/v0IzQceZoDAx5PuGpmzihMOU6ANTQh6XC/p7CJDUy+i1trRWPCrfUf9fmY3XTaK6dNljqoQdLNUkwQvhssG3dWhqoMLfUHLYuyhKWNtCrpe5EZ35jtp2XiS40NZbyCdQ2sDifpe2fRyi2s1QQuoSlwXS/LhVWDMcOY4bnqF8n8Hz+I7H5PZZ6n8eb3yAUzetUwhT2udU3ZvxH6H33VF7awYut35z6VpY6ynkttRo58Y9ZylM7dd7fDqSwtHO4pZOnWmoKe9nCUmN2S0s98jDzmJ0dWGrGa+yeuoZbOplMQi21bc2ztbUy2FITx22yvRueJ8RSylOts78G7PH7QpaSKtpY6uyiTNG8W/Gs9xIT4EzS6wpRjUssfHvmfx6C2ex7H8rrpor3pX0izUhqNMVnTyA6HiylEyz9y87Z7sgKAkE0qV839/0feM0mpBerexqM7jZSJ5nM6ADizBGRL1GVf/boJEtFUaglKrQ0bg7netsBbL9x73iAW+qFwEywvDoKUK4fYav68LClQPRn8DNw2IN593iA612kmLPUrOzfGcDdulWp7doWxiwNm9XZ0maiq8FD4wEe/4ud5lFgKt+y9BcsBegG67WGm6C+pY+MB6B0Wj7i9PFN0M8/bSmn32ekO14aD/75nMLt1QI2ZymQFmton7zq0wPjAQ4onbaD9rewSQ/qrKWWPp8XbIPST887/n6zsvR/T2bp5woYDjwNGg+MBzgIrAh6C65ZCiSWhlcfX9ocD9/QPYN+FxzI0shSUyuU1ErOxNLbxgNYIDecb/1zZelBYmkQz96S36VtylLfUvr1Lz7jPzAe4KqlST8/gEuWWvRzwizs1Hk7+dynQWrUUqq9+3dEAJ+eFu4dD2ABOJ1of9PT7efPLbXwliU6LiyOReR21qnz5nDHS5au3ff0Z//dnndkQpYmlBip9OcZeBfvtFS8C1kq6iNLRX1kqaiPLBX1kaWiPrJU1EeWivrIUlEfWSrqI0tFfWSpqI8sFfUZtRRIxrDn8Kq5tt3gw0RLhuEcDbtPWn8xY5aedcSgpRzeHbDP1udThf01/MJAsnVlxiyF2WUfZyxFZCnIUrdoHVwQgABKjIoWv7QWtHnD83VG5tdHlmKsLOXjOJZSPtp+0AwTVQZWYsZSsmdwHnkXHmdL8ale2itMx+FZevmKuICmfKzGFUujmcj5+vZsqXmZl6W2FVsK8NxLWbo6E5Y2/Xox+GbOcvWaoi+LI0s5em5pn5TK0rcwvAIPWdoMoBdZwSblz/juUiJ8nM956TYAWboqZOlEeynSeeR9NLMlby+1dII7ODq7o3x0V9e+q4Gtzk9LN1oLWoouxZ6WqiRdiz0tFWshS0V9ZKmojywV9ZGloj6yVNRHlor6yFJRny/2zkC5URiIoTf6/48+JhmfxydvlK2TshhphlKojaF9dcCL1qbUqi9TatWXKbXqy5Ra9WVKrfr6n9KifvxV3z1A37Ly18czL9K0wllF1wfc+KXE/ymt6cfHsu8eWKN0cnw13yiwPl//cN2mtKmmHx/I++65RE7xbL2aUiD97+Bpzq7vxweWffdkeYnOX3yi96YEpZN598Hnrefrp+um8k3B9V3/te+r+PGBRd99DDxvN7HvKp6N91DQhl70HNN83Rjab6K290jvchk/PrDku2+rkSqAtukiFaX8XwJN6dBehlJAUcrXd3034mX8+Md3S757Om9a1igdlrZPtJOltBWTlI7L9W9rr+LHPwSkffeMGdWbU8GU0npKKdMqFj1fPxNPlMa9B7BF+oGL+PEfwo9999zHUueLY6HLZAqG41L7AP+AqaPzV/P103W3L0N9cX1XxnTz2NN05GhfP//V+8x7UjodqNnZz1/2xEyptbtMqVVfptSqL1Nq1ZcpterLlFr1ZUqt+jKlVn2ZUqu+TKlVX6bUqi9TatWXKbXqy378XXz4O8t+/F18+DvLfnz78OvLfnxgBx/+3rIf/7l9fR/+zrIfv29f24e/s+zH78u1ffg7y358/LmyD/8esh+/+9VxQR/+PbR57Gk6grSfD3937U3p1I9vu/vltDel1h56j9IfxZPH2y1dsK35J7RF2zzajf9boPpUj8vjqaHC8GTjQHusU57xAfojSj1qyaihys4YbcbPw8FR6PhUj8tzhRaxaA/cpjTUmW+baOqo4C9Qik5b0OXys3urx/sHSpnqp/w4FepESnU8GQ/NKA0oVC+MxKFy7t56AS4WUopDYpyWvjWlCZ3Sl8aj9iwaj6TyAlJBKUdeXxXj+9JeD4f0m35jDMiUCp3Zl3Lc/r2+lCnVkAKK0v7w1KnJ3JcC0X0pQzreIZhSobMonUVAhSSlDKmmlA8/FEp84tN5oTcTNWdKtc6i9GV8OU8pgJBGTen6Mz5alRSlx6YpTeik8VIAHC8PxHF2rs/jqvyD1i4X6JtDfSomnvZ4Pw5FtB+6bTw9q4vHnvy3tepTalmm1NpKb1KKQ7/wUe+7PGvNUfKxKWh8v2qVpvR5HFNqfdVDOrGIArQ/jEWh10GvN6y3mM/dOoPSJ1OR3573R2LXHNW/pfvM+gilHSIwTbw/7kuBgVL2p/vtYuuHlEZh8mD/u33prL4zeFkfoJRzivD+PKV9vz/xrcXxUrYXHWverymlx7C26fi4VSX2ZAat8pS6q7TqU2pZ33m/9Buf5cFhK9xcALVuaoAbfxglHCUL+eFJVLqvhajsGi0Q1bicFhK/CLx/Pje+s/8QpcBCD8FrFoCgzpKATLnvlwX8/LlOaTY/vPLrA1H+ek4x2avIHKNNIo8+tRecP512dP35/P0A54p+OT8BYEoFpeyWeys/fCwAdLDIc0olJKUij37UHl2H8LZSPgDZLp6iGN5sG3RcU/qK0mlEE5rS131pQGlfYkgbHbTuivPoL1L6EFMKvNNuk6aUkmfDlCo/PkO11JdqSkfHPZV7j9Jg+QalgGw3Qyn/Xt2X5ijlN/bWKO3HCfz7DOmsXi+v8+j38ppSOo8o330mf/88z4EpXfDjY55H/1hUfvhQaAVE/vom9LWmVOfRj9vDQ3F+/SDf/bOMbrcr+j3yw+Ohf+Xu9mpj0djTB72AwDfa88SML3ULSnHoNw+EQzUvwKpLqWV9cn58vOhMCvU9IvowDt97Yvpqyj3jk4DkjRlOiPgFI+vhjLtOoFtNCadzgtK4fF1KAfQ1nGelkpJ+fO2f1/PENxLYmiK8p3JmyAExDBVnlHJe/r72808lpSiV/nk8RTTQKDXNny8H/ylsgN7erK0oUMqRxnkMy0bWQkpR+q5/XlBKdEd9KVPaMaPy4btFFMThFXektltXUoLShH+eygfzzWf60kzGc4APQJRyXv6+9rB8Kb1HadY//6o8sE7pPGZOfWpAcdvjZ/yrKDFemvLP89MOz03HcfNI6AfBlCK0nfHbxsP+oVmPl1bXXrEnf1Dvqb0o9fjRntqMUmtLJd8vZQELfV6iHGSznjd/W/1l7wxU2whiIArz/x9dSAniMshaeR2i23sPmqb2uRfo69p32pE6uafc0v3PjyqOk0rLmZt/LA1Lc/YtlQrbpPIqibn5x9Kw9Lo2VbnxopaU7KgzwhKz0Cu1zM0/lGVL5Wm2+GdP+uznyGNnCWFHmQtlbv6ptNbS0Mst1eWqwWWQTDTPxTv5lim3lLn5p9L8XJpbmr8fOm6XlB+4vJYyN/9UOpbq5Tu+29OyNNlFsv65VGJu/qn07peGodfLHknyXdIpeZ6/npvveffwh7n5h7JmaX2X9O9b4qLFuaxZOr5cPu4Hgr+3FGCFGXn8Xyjbr/5FTNV9EGuW9vP13U7cqo7zvf3i8+hT2M7jf6ZfvLqWCksfRMPSNF+/1IfeXp/UrLx3dFL6xNLn0LA0qxmlj2f94+sEtGGS8rn0SXzKUsked7fiuNzS5Pa81+fF7OfH0M7ju10mmVlquf3S0vquP+/4D2I/j5+sjUv5/HxHYOCyY+nTWLO0yNcnjwdK++3bXqRUO2tORr38MbxXeyI/D684y1LWQriBpQAfs1SdkTS7U103XtfMwXvOnn5RI9mo4xtuZ982NS3VvtqeMKX33jCWLV2TdHcCobRx/M7CfbGU/vrDaFrqkw0lZZbW8+Hr/vmSnzft+WyWVn3544mLpfTXH8aapWaHddn9wi3tT8/1PH0xpddsbPTlT4LX9NcfRmMt9ZSbaSdJry1N4m6FpVX9308c5H3507779NcfRtfSi0xuab2WJlSWruf4pWZffj8x/fWHsVPHX7Z0eRJ5GGmWLu0XcAvrvvyey+cafxqt+6Wet09z8v7RYK3WZPPp/bye4w9kuf6yL79fXXG/dBo7tafB68zUnwt+0VLK8NBgmKUAL7hPHr/1srf2C/Aefzwbdfz9erzT3y+ApQ9gM4/vbDnT2y+AnU/hA3n8eLyuvxd1/I39AiSgD2Yn6Vzl6/t1/P39AqT2TuRTlkphRmVpsZbu7xdgKthhbOTxzbyupc7WfgHSz8eyVcev6+t9S/f3C5BNPY438/huUVji9fhlez6xX4Ci2HncpPaEc4/mHpayND6be1gKzwZLYT5YCvPBUpgPlsJ8sBTmg6UwHyyF+WApzAdLYT5YCvPBUpgPlsJ8NvL4/d3G1vfJsql+Gq31JxU7/w7mvTy+Vi314+NLfJtZH8dZEjqzUGh6IN08vuLbjqXKLFVuqfe79wP8BKymB9Kw9IuLNmmiRJ6rzyxVtZaahZY4icfl/fNp0XMAHUvNniKdp/hzfNVPS2WLZ75IVlN7/X+P6NFzAA1LTdN8Tv5FUe9AfrFW1Vr6n2zNDLtNZlr1nEL/c2loYxKkeXyfDRJf1yy9Wnd9SbmWIunNWb7GN0uLfvduXRhWXePHefzJ7Hzfv+xxmuPfn537pUluPn778bKwqL5fKska9CjvnhY22vNIen8Orz1h5xGcbSk5/jM421I4AyyF+WApzAdLYT5YCvPBUpgPlsJ8sBTmg6UwHyyF+WApzAdLYT5YCvPBUpgPlsJ8sBTmg6UwHyyF+WApzAdLYT7/2rFjG4ZhGACCAQTBbrVE9h8xsYUAKV1+cVdwgi9IqpQ+ldKnUvpUSp9K6VMpfSqlT6X0qZQ+ldKnUvpUSp9K6VMpfSqlT6X0qZQ+ldKnUvpUSp9K6VMpfSqlT6X0qZQ+ldKnUvpUSp9K6VMpfSqlT6X0qZQ+ldKnUvpUSp9K6VMpfSqlT6X0qZQ+ldKnUvpUSp9K6VMpfSqlT6X0qZQ+ldKnUvpUSp9K6VMpfXela9xTpTTtStc1VErUrvRb6FIpVXsvXRd7KVHn+GXqeqLqHNty45PlE0WfSulTKX0qpe9ZpdDyXym0qZQ+ldKnUvpUSp9K6VMpffOtUurm8ZoQd3wAnB7MNqfOW2AAAAAASUVORK5CYII=)

# Java InetAddress class

**Java InetAddress** class represents an IP address. The java.net.InetAddress class provides methods to get the IP of any host name for example www.javatpoint.com, www.google.com, www.facebook.com, etc.

An IP address is represented by 32-bit or 128-bit unsigned number. An instance of InetAddress represents the IP address with its corresponding host name. There are two types of addresses: Unicast and Multicast. The Unicast is an identifier for a single interface whereas Multicast is an identifier for a set of interfaces.

Moreover, InetAddress has a cache mechanism to store successful and unsuccessful host name resolutions.

## IP Address

* An IP address helps to identify a specific resource on the network using a numerical representation.
* Most networks combine IP with TCP (Transmission Control Protocol). It builds a virtual bridge among the destination and the source.

There are two versions of IP address:

### 1. IPv4

IPv4 is the primary Internet protocol. It is the first version of IP deployed for production in the ARAPNET in 1983. It is a widely used IP version to differentiate devices on network using an addressing scheme. A 32-bit addressing scheme is used to store 232addresses that is more than 4 million addresses.

**Features of IPv4:**

* It is a connectionless protocol.
* It utilizes less memory and the addresses can be remembered easily with the class based addressing scheme.
* It also offers video conferencing and libraries.

### 2. IPv6

IPv6 is the latest version of Internet protocol. It aims at fulfilling the need of more internet addresses. It provides solutions for the problems present in IPv4. It provides 128-bit address space that can be used to form a network of 340 undecillion unique IP addresses. IPv6 is also identified with a name IPng (Internet Protocol next generation).

**Features of IPv6:**

* It has a stateful and stateless both configurations.
* It provides support for quality of service (QoS).
* It has a hierarchical addressing and routing infrastructure.

## TCP/IP Protocol

* TCP/IP is a communication protocol model used connect devices over a network via internet.
* TCP/IP helps in the process of addressing, transmitting, routing and receiving the data packets over the internet.
* The two main protocols used in this communication model are:
  1. TCP i.e. Transmission Control Protocol. TCP provides the way to create a communication channel across the network. It also helps in transmission of packets at sender end as well as receiver end.
  2. IP i.e. Internet Protocol. IP provides the address to the nodes connected on the internet. It uses a gateway computer to check whether the IP address is correct and the message is forwarded correctly or not.

## Java InetAddress Class Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| public static InetAddress getByName(String host) throws UnknownHostException | It returns the instance of InetAddress containing LocalHost IP and name. |
| public static InetAddress getLocalHost() throws UnknownHostException | It returns the instance of InetAdddress containing local host name and address. |
| public String getHostName() | It returns the host name of the IP address. |
| public String getHostAddress() | It returns the IP address in string format. |

## Example of Java InetAddress Class

Let's see a simple example of InetAddress class to get ip address of www.javatpoint.com website.

**InetDemo.java**

1. **import** java.io.\*;
2. **import** java.net.\*;
3. **public** **class** InetDemo{
4. **public** **static** **void** main(String[] args){
5. **try**{
6. InetAddress ip=InetAddress.getByName("www.javatpoint.com");
8. System.out.println("Host Name: "+ip.getHostName());
9. System.out.println("IP Address: "+ip.getHostAddress());
10. }**catch**(Exception e){System.out.println(e);}
11. }
12. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=InetDemo)

**Output:**

Host Name: www.javatpoint.com

IP Address: 172.67.196.82

### Program to demonstrate methods of InetAddress class

**InetDemo2.java**

1. **import** java.net.Inet4Address;
2. **import** java.util.Arrays;
3. **import** java.net.InetAddress;
4. **public** **class** InetDemo2
5. {
6. **public** **static** **void** main(String[] arg) **throws** Exception
7. {
8. InetAddress ip =  Inet4Address.getByName("www.javatpoint.com");
9. InetAddress ip1[] = InetAddress.getAllByName("www.javatpoint.com");
10. **byte** addr[]={72, 3, 2, 12};
11. System.out.println("ip : "+ip);
12. System.out.print("\nip1 : "+ip1);
13. InetAddress ip2 =  InetAddress.getByAddress(addr);
14. System.out.print("\nip2 : "+ip2);
15. System.out.print("\nAddress : " +Arrays.toString(ip.getAddress()));
16. System.out.print("\nHost Address : " +ip.getHostAddress());
17. System.out.print("\nisAnyLocalAddress : " +ip.isAnyLocalAddress());
18. System.out.print("\nisLinkLocalAddress : " +ip.isLinkLocalAddress());
19. System.out.print("\nisLoopbackAddress : " +ip.isLoopbackAddress());
20. System.out.print("\nisMCGlobal : " +ip.isMCGlobal());
21. System.out.print("\nisMCLinkLocal : " +ip.isMCLinkLocal());
22. System.out.print("\nisMCNodeLocal : " +ip.isMCNodeLocal());
23. System.out.print("\nisMCOrgLocal : " +ip.isMCOrgLocal());
24. System.out.print("\nisMCSiteLocal : " +ip.isMCSiteLocal());
25. System.out.print("\nisMulticastAddress : " +ip.isMulticastAddress());
26. System.out.print("\nisSiteLocalAddress : " +ip.isSiteLocalAddress());
27. System.out.print("\nhashCode : " +ip.hashCode());
28. System.out.print("\n Is ip1 == ip2 : " +ip.equals(ip2));
29. }
30. }

**Output:**

![Inet Address Class](data:image/png;base64,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)

In the above Java code, the various boolean methods of InetAdress class are demonstrated.

Java DatagramSocket and DatagramPacket

Java DatagramSocket and DatagramPacket classes are used for connection-less socket programming using the UDP instead of TCP.

Datagram

Datagrams are collection of information sent from one device to another device via the established network. When the datagram is sent to the targeted device, there is no assurance that it will reach to the target device safely and completely. It may get damaged or lost in between. Likewise, the receiving device also never know if the datagram received is damaged or not. The UDP protocol is used to implement the datagrams in Java.

Java DatagramSocket class

**Java DatagramSocket** class represents a connection-less socket for sending and receiving datagram packets. It is a mechanism used for transmitting datagram packets over network.`

A datagram is basically an information but there is no guarantee of its content, arrival or arrival time.

Commonly used Constructors of DatagramSocket class

* **DatagramSocket() throws SocketEeption:** it creates a datagram socket and binds it with the available Port Number on the localhost machine.
* **DatagramSocket(int port) throws SocketEeption:** it creates a datagram socket and binds it with the given Port Number.
* **DatagramSocket(int port, InetAddress address) throws SocketEeption:** it creates a datagram socket and binds it with the specified port number and host address.

Java DatagramSocket Class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void bind(SocketAddress addr) | It binds the DatagramSocket to a specific address and port. |
| void close() | It closes the datagram socket. |
| void connect(InetAddress address, int port) | It connects the socket to a remote address for the socket. |
| void disconnect() | It disconnects the socket. |
| boolean getBroadcast() | It tests if SO\_BROADCAST is enabled. |
| DatagramChannel getChannel() | It returns the unique DatagramChannel object associated with the datagram socket. |
| InetAddress getInetAddress() | It returns the address to where the socket is connected. |
| InetAddress getLocalAddress() | It gets the local address to which the socket is connected. |
| int getLocalPort() | It returns the port number on the local host to which the socket is bound. |
| SocketAddress getLocalSocketAddress() | It returns the address of the endpoint the socket is bound to. |
| int getPort() | It returns the port number to which the socket is connected. |
| int getReceiverBufferSize() | It gets the value of the SO\_RCVBUF option for this DatagramSocket that is the buffer size used by the platform for input on the DatagramSocket. |
| boolean isClosed() | It returns the status of socket i.e. closed or not. |
| boolean isConnected() | It returns the connection state of the socket. |
| void send(DatagramPacket p) | It sends the datagram packet from the socket. |
| void receive(DatagramPacket p) | It receives the datagram packet from the socket. |

Java DatagramPacket Class

**Java DatagramPacket** is a message that can be sent or received. It is a data container. If you send multiple packet, it may arrive in any order. Additionally, packet delivery is not guaranteed.

Commonly used Constructors of DatagramPacket class

* **DatagramPacket(byte[] barr, int length):** it creates a datagram packet. This constructor is used to receive the packets.
* **DatagramPacket(byte[] barr, int length, InetAddress address, int port):** it creates a datagram packet. This constructor is used to send the packets.

Java DatagramPacket Class Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| 1) InetAddress getAddress() | It returns the IP address of the machine to which the datagram is being sent or from which the datagram was received. |
| 2) byte[] getData() | It returns the data buffer. |
| 3) int getLength() | It returns the length of the data to be sent or the length of the data received. |
| 4) int getOffset() | It returns the offset of the data to be sent or the offset of the data received. |
| 5) int getPort() | It returns the port number on the remote host to which the datagram is being sent or from which the datagram was received. |
| 6) SocketAddress getSocketAddress() | It gets the SocketAddress (IP address + port number) of the remote host that the packet is being sent to or is coming from. |
| 7) void setAddress(InetAddress iaddr) | It sets the IP address of the machine to which the datagram is being sent. |
| 8) void setData(byte[] buff) | It sets the data buffer for the packet. |
| 9) void setLength(int length) | It sets the length of the packet. |
| 10) void setPort(int iport) | It sets the port number on the remote host to which the datagram is being sent. |
| 11) void setSocketAddress(SocketAddress addr) | It sets the SocketAddress (IP address + port number) of the remote host to which the datagram is being sent. |

Example of Sending DatagramPacket by DatagramSocket

1. //DSender.java
2. **import** java.net.\*;
3. **public** **class** DSender{
4. **public** **static** **void** main(String[] args) **throws** Exception {
5. DatagramSocket ds = **new** DatagramSocket();
6. String str = "Welcome java";
7. InetAddress ip = InetAddress.getByName("127.0.0.1");
9. DatagramPacket dp = **new** DatagramPacket(str.getBytes(), str.length(), ip, 3000);
10. ds.send(dp);
11. ds.close();
12. }
13. }

**Output:**
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Example of Receiving DatagramPacket by DatagramSocket

1. //DReceiver.java
2. **import** java.net.\*;
3. **public** **class** DReceiver{
4. **public** **static** **void** main(String[] args) **throws** Exception {
5. DatagramSocket ds = **new** DatagramSocket(3000);
6. **byte**[] buf = **new** **byte**[1024];
7. DatagramPacket dp = **new** DatagramPacket(buf, 1024);
8. ds.receive(dp);
9. String str = **new** String(dp.getData(), 0, dp.getLength());
10. System.out.println(str);
11. ds.close();
12. }
13. }

**Output:**
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